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EXTENDING THE SPV CONTRACT CONCEPT WITH PRIVACY GADGETS

Abstract. The SPV (Simple Payment Verification) contract extends the functionality of Bitcoin by
enabling cross-chain operations through trustless synchronization with other blockchain systems. This
approach allows users to verify Bitcoin transactions without running a full node by utilizing block headers,
making it feasible for use on lightweight devices. The SPV contract enables the proof of transaction
confirmations on the Bitcoin mainnet, which can then trigger predefined actions in the destination system. This
paper also introduces innovative mechanisms for creating untraceable yet verifiable proofs of actions within
the Bitcoin network, thereby enhancing privacy. By leveraging the SPV contract architecture, various use
cases such as transaction status verification, cross-chain transactions, and decentralized applications can be
efficiently implemented. Additionally, security considerations and optimizations like the use of zk-SNARKs for
cost-effective Merkle proof verification are discussed. The paper concludes by exploring the potential of SPV
contracts in facilitating trustless cross-chain interoperability and advancing the development of complex,
automated financial instruments across blockchain ecosystems.

Keywords: simple payment verification, concept proposal, light node, smart contract, transaction
verification, block header, event trigger.

Ounexkcanap Kypoaros
XapKiBChbKUH HalllOHAJIBHUN YHIBEPCUTET, XapKiB
ORCID 0000-0002-8237-4377

Bornan Cxkpsbin
HarionanbHuit yHiBEpCUTET PaioeIeKTPOHIKH, XapKiB
ORCID 0009-0003-9961-5258

ITaB1o KpaBuenko
HarionanbHuit yHiBEpCUTET PaioeIeKTPOHIKH, XapKiB
ORCID 0000-0002-0456-3295

PO3IIMPEHHSA KOHIENIIII JOTOBOPY PO CNLIBHY JISJBHICTD 3
IF'AJVKETAMU U1 3AXUCTY IPUBATHOCTI

Anomauia. Konmpaxm SPV (Simple Payment Verification - npocma nepesipxa nnamesicie) poswupioe
(ynxyionanvricmes bimkoina, ymooicnusmoouu mixcmepedicesi onepayii uepes 6e3008ipuy CUHXPOHIZAYIIO 3
iHwumMu Onoxuetin-cucmemamu. Lleli nioxio 0o3eonsc xkopucmyeayam nepesipamu mpausaxyii Bitcoin Oe3
3anycKy NO8HO20 8Y31d, BUKOPUCTNOBYIOUU 3A20108KU DJIOKI8, W0 pOOUMb 1020 MONCIUBUM 0151 BUKOPUCTHAHHSL
Ha neekux npucmposx. SPV-konmpaxm 0o036ons¢ niomeeposcysamu mpansaxyii 6 metinnemi bBimxoin, axi
NOMIM MOJACYMb 3anycKkamuy 3a30ane2iob @usHayeHi Oii @ cucmemi npuznauenus. Lleii doxymenm makooic
npeocmasisic THHOBAYIUHI MeXaHizmu OJil CMEOPEHHsT HeGIOCMEIICYSAHUX, dle MAKUX, wo Nid0aombcs
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nepegipyi, doxasis Oiti 8 mepesici bimkoin, mum camum niosuwyrouu Kougioenyiinicmos. Buxopucmosyrouu
apximexmypy koumpakmie SPV, mooicna eghexmueno peanizyeamu pizHi 6apianmu GUKOPUCHAHHS, MAKI SIK
nepesipka cmamycy mpan3axkyii, mpan3axyii Misx J1aHyroxckamu i deyenmpanizosari dooamxu. Kpim moeo,
002080pI0IOMbCA MIPKYBAHHA Oe3neku ma onmumisayii, maxi ax euxopucmanus zk-SNARK ona exoHomiuno
eghexmuenoi nepesipku ooxazy Mepkia. Cmamms 3asepuryemvcs 00caiodceHusim nomenyiany SPV-
KOHMpaxmie y 3a0e3neueHHi HAOIUHOI MINCIAHYI020801 IHMeponepabenbHOCmi ma pO36UMKY CKIAOHUX
aA8MOMAMU308aHUX (PIHAHCOBUX IHCMPYMEHMIB 8 eKocUucmeMax OI0KYellH.

Knrouosi cnoea: npocma eepugixayis niamedsicis, nponozuyis KOHYyenyii, jecKuil 8y30.1, CMapm-
KOHmMpaxm, sepugixayiss mpau3axyii, 3a201060K 010Ky, mpueep nooiil.

1. Introduction.

SPV (simple payment verification) is a method to verify Bitcoin transactions without running
a full Bitcoin node, but only headers of blocks [cite{paper}]. Each header equals 80 bytes, which
makes the size of all confirmed block headers less than 70 megabytes in March of 2024. This method
allows running a Bitcoin node on light devices like laptops, smartphones, etc. At the same time, the
security of the mentioned approach stands the same as maintaining the full node. This paper describes
the process of deploying the SPV node as a smart contract with lightweight verification architecture
that allows the organization of the trustless source of Bitcoin events. Additionally, this work proposes
some methods for reaching privacy while proving that some actions can be performed on the Bitcoin
blockchain on the counterparty network.

It would be great to have SPV node as a smart contract for the whole infrastructure in general.
That assumes implementing and running the node contract in number of destination systems. With
such SPV contracts the users can prove that a particular transaction was confirmed in Bitcoin and
trigger some defined actions. So the contracts act as a trustless sources of Bitcoin events. Also calling
SPV contract methods is more efficient than running own SPV node.

Bitcoin accouvnting cystem Dectination accounting cystem

system actual state system actual state

Bitcoin actual state

Fig. 1. Concept overview

Here are some features of SPV contract. Anyone can submit the Bitcoin block header to the
contract and if it passes all the verifications, it will be saved in the contract and accessible for others.
Anyone can reliably access data about any stored block header using the read methods with assurance
of its correctness. One more important thing that users a free for setting custom confirmation
parameter and it is highly recommended to use that parameter as big as possible even bigger than 6.
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Fig. 2 SPV contract overview

A number of different use cases could be covered with SPV contracts and they are basically
about the followings:
— getting Bitcoin transaction statuses by other contracts;
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— DAOs and their applications can just call read methods;

— cross transactions between destination system and Bitcoin;

— searching Bitcoin events with templates and using for triggers.

2. Preliminaries

The SPV node concept was proposed in the original Bitcoin whitepaper [\cite{paper}]. This
proposal allows the use of Bitcoin without maintaining the full node. By default, each block header
includes the Merkle Root field—the special type hash of all block transactions. The SPV node does
not synchronize full blocks from the network, only their headers and all Merkle Roots.

Block header Block header Block header

Fig. 3 SPV node concept

For transaction verification, the SPV node asks the full node to return the proof of inclusion of
this transaction into the block. As proof, in this case, Merkle Branch is being used. Then, the SPV
node performs the list of verifications to ensure the transaction is valid and is added to the chain. We
can list these verifications as follows:

— Block header verification:

— Structure and existence of all fields:

— Version (4 bytes), Previous block (32 bytes), Merkle Root (32 bytes), Timestamp (4 bytes),
Bits (4 bytes), Nonce (4 bytes), Tx count (1+ bytes).

— Previous block hash

Verifies that the block is part of the chain and refers to the existing previous block.

— Timestamp

Verifies if the timestamp value exceeds the median value of the previous 11 blocks. According
to their clock, full nodes won’t accept blocks with timestamps for more than two hours in the future.

— Difficulty target

The block’s header double hash (SHA256) value must satisfy the defined difficulty parameter
(must be less than the target value).

The difficulty target parameter is changed each 2016 block to adjust the block mining time for
the current network hash rate. It does so by summing up the total number of minutes miners took to
mine the last 2,015 blocks [\cite{guide}], and it divides this number by the protocol's desired goal of
20,160 minutes (2,016 blocks x 10 minutes). The ratio is then multiplied by the current difficulty
level to produce the new difficulty level.

If the correction factor is greater than 4 (or less than 1/4), then 4 or 1/4 is used instead to prevent
the change from being too abrupt.

— Nonce

The hash value of the concatenation of all previous parts of the header with the nonce value
must be equal to the block hash value (satisfy difficulty target parameter).

— Merkle Branch verification:
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When the SPV node receives the transaction with the Merkle Branch—it verifies that the path
leads to the existing Merkle Root (defined in the mainchain block header)

— Blocks count:

SPV node must verify that the block is included in the mainchain (the heaviest chain), which
means that a certain amount of blocks was built on top of the provided block.

Like the traditional SPV node, the SPV node smart contract acts as a repository for Bitcoin's
block history. Anyone can submit the Bitcoin block header to the contract if it passes all the described
verifications. At the same time, anyone can reliably access information about any stored block header
using the contract's read method, with assurance of its accuracy.

Several implementations of the SPV contract, including Solidity and Rust, are presented in the
bitcoin-SPV repository [cite{github}].

3. Proposed SPV contracts architecture

There is no finalization term for a Bitcoin transaction. It means that the history of Bitcoin can
be reverted at any time (chain reorganization). But at the same time, users can define by themselves
what they mean by the confirmed transaction (usually, if there are 6 consecutive blocks based on a
particular one, we can count it as confirmed with a high probability).
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Fig. 4. Confirmed and pending chains

We propose the SPV contract architecture that allows setting this parameter $n$ and defining
the length of the $confirmed$ and $pending$ chain:

— Confirmed chain: the chain considered is final with a high probability. This chain can be
reverted, but 1) random reorg can happen only in very rare cases (reorganization of the Bitcoin
blockchain on the $n$ last blocks); 2) the cost of the malicious reorg is very high [\cite{cost}].

— Pending chain: last $n$ blocks in the chain (with a higher probability of reverting).

— There are different mechanisms for processing confirmed and pending chains:

Blocks of the confirmed chain represent the leaves of the State Merkle Tree (SMT). Based on
the root of SMT, it’s possible to prove that some transactions are included in the confirmed chain.

n, so the n-6 block of his version

New block has appeared with height
of the chain has been confirmed

_ Confirm —

Fig. 5. The process of adding a new header
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The mechanism of block header acceptance, as mentioned, anyone can propose a new block
header to the SPV contract. We can present the mechanism of header acceptance in the following
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Fig. 6. The process of verifying the block header by the SPV contract
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Long reorganizations, as we discussed before, the chance for blockchain reorganization
decreases with the adding new blocks but, at the same time, can’t be equal to 0 despite the mainchain
length. It means that there can be situations where users need to update the confirmed chain.

It’s highly recommended to use the parameter $n$ as big as possible while keeping an
acceptable waiting time from the user's perspective. The owners of decentralized applications can
regulate this parameter for their needs and balance the risk of double-spending attacks with users'
comfort.

Mechanism of proving the Bitcoin transaction by the user. Having an SPV contract on the
blockchain, the user can prove the existence of a particular transaction in Bitcoin. For this, the user
needs to provide:

— The transaction itself;

— The transaction identifier;

— Block hash value;

— The Merkle Branch, which leads the transaction to the Merkle Root.
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Fig. 7. The process of transaction |nclu5|on proving

If the verification passes successfully—the user can trigger some action based on the defined
logic. The SPV contract could be a universal socket for contract applications (with automatic
verification).

Reduction in the cost of Merkle proof verification with zk-SNARK. It’s possible to reduce the
verification cost of proving transaction inclusion. Instead of providing the Merkle Branch as an
inclusion proof, the user can generate the zk proof as follows:

— Private inputs: M erkleBranch.

— Public inputs: transaction, blockhashvalue, M erkleRoot.

— Proof logic: M erkleP ath(hash(transaction), M erkleBranch) == M erkleRoot.

In this case, instead of calculating the sequence of SHA256 hash values, the contract verifies
the ZKP with the same logic.

4. Gadget for pattern-driven untraceable actions

An additional property that could be reached with the SPV contract is untraceability of the
referred transaction. Imagine that the application's logic requires a transaction that burns 0.1 BTC,
but the user doesn’t want to reveal where exactly they did it. In this case, the user must prove:

— There is a transaction in the Bitcoin network: Now, we can do it with the SPV node!
Additionally, we want to achieve the privacy aspects of this verification.

— The output of this transaction pays 0.1 BTC:

Can be ejected from the transaction data

— The output of the transaction pays it to a non-spendable address (zero address, for example):

Can be ejected from the transaction data

— Exactly the user controls the address from which the payment is performed:

This chapter is designated to resolve this issue.

— Additionally, the user needs to prove the uniqueness of the transaction (double-spending
protection).

We propose a protocol that allows us to make all these proofs private and guarantee the
prevention of double-spending attacks. The core of the protocol is ZK circuit that performs the
following logic:
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As public inputs (signals) for the circuit, we will use:

$amount$ (the number of satoshis allocated in the transaction output). This data needs to be
processed by the application logic (for example, issuing an equivalent amount of wrapped BTC based
on a burn event);

$SMT root$. Building the Merkle tree based on confirmed Bitcoin blocks is a public result.

$hash$. It’s the ZK-friendly hash value of the user’s private key, used for spending coins. We
will use this value as a nullifier—it uniquely binds to the private key (without compromising it) and
prevents the same output from being used twice.

The list of private inputs is following:

$private key$. It’s the key that was used for signing the Bitcoin transaction.

$transaction$. All fields of the Bitcoin transaction.

$previous transaction$. The transaction, which includes the address generated based on the private key.

$Merkle Branch _{tx} (Block Root)$. Merkle Branch for proof of inclusion transaction in the block.

$Merkle Branch_{tx prev} (Block Root)$. Merkle Branch for proof of inclusion of the previous
transaction in the block.

$Merkle Branch_{tx} (SMT Root)$. Merkle Branch for proof of block (with transaction) in the
confirmed chain of blocks.

$Merkle Branch_{tx prev} (SMT Root)$. Merkle Branch for proof of block (with previous
transaction) in the confirmed chain of blocks.

The user generates the proof which satisfies the following logic:

$hash(priv key) == hash$. The hash value of the private key equals the nullifier value.

$address_gen(pkgen(priv_key)) == tx_prev.scryptPubKey$. The private key is valid and was
used to generate the address.

$Merkle Path SMT(Merkle Path Block(hash(tx), Merkle Branch tx (Block Root)), Merkle Branch
tx (SMT Root)) == SMT root$. Transactions exist in the block that is part of a confirmed chain.
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$Merkle Path SMT(Merkle Path Block(hash(tx prev), Merkle Branch tx prev (Block Root)),
Merkle Branch tx prev (SMT Root)) == SMT root$. The previous transaction exists and is also
included in the confirmed chain.

$tx.amount == amount$. The number of coins in the output equals some defined value (more
complex conditions, like “greater/lower than” could also be added).

$tx.scriptPubkey == 0x0$. This equation is relevant for the burn transaction. In the same way,
the user can prove the payment to any needed address (or to more complex conditions).

5. Security claims.

A few security issues and operating assumptions about utilizing SPV contract.

Do not run SPV from genesis block to avoid huge amount of verifications in the beginning
(initial synchronization).

Create trustless snapshot in some point in the past and deploy SPV contract with it as predefined state.

The utilization of Simplified Payment Verification (SPV) contracts in Solidity offers a powerful
means of interacting with external blockchain networks such as Bitcoin while maintaining a high
degree of security and efficiency. However, to ensure the safety and reliability of SPV contracts,
several security considerations and operating assumptions must be carefully addressed.

One critical security concern revolves around the initial synchronization process of SPV
contracts. To avoid overwhelming the contract with a massive number of verifications during the
genesis block, it is advisable not to run the SPV contract from the genesis block onwards. Instead,
developers can opt to create a trustless snapshot of the blockchain at a specific point in the past,
capturing relevant state data, and deploying the SPV contract with this predefined state. This approach
streamlines the synchronization process and mitigates the risk of performance bottlenecks during
contract deployment.

Moreover, beyond the SPV contract itself, the establishment of a robust backend service is
imperative for fetching specific data from the Bitcoin blockchain and providing it to the SPV contract.
This backend service acts as a bridge between the Ethereum and Bitcoin networks, facilitating the
transmission of relevant information while adhering to trustless principles. Importantly, developers
should allocate resources for compensating the backend service providers, as they play a crucial role
in executing verifications and maintaining the integrity of the SPV contract.

Furthermore, continuous monitoring and auditing of the SPV contract are essential to detect
and address potential security vulnerabilities or discrepancies in data verification. Regular code
reviews, security audits, and stress testing can help identify and mitigate potential risks, ensuring the
robustness and reliability of the SPV contract over time.

In conclusion, while SPV contracts in Solidity offer a promising avenue for interacting with
external blockchain networks, safeguarding their security requires careful attention to operating
assumptions and security considerations. By implementing strategies such as avoiding initial
synchronization from the genesis block, creating trustless snapshots, establishing reliable backend
services, and conducting regular audits, developers can mitigate risks and enhance the safety and
reliability of SPV contracts. Through diligent oversight and adherence to best practices, SPV
contracts can serve as secure and efficient bridges between different blockchain ecosystems,
unlocking new opportunities for decentralized finance and cross-chain interoperability.

6. Use cases and applications

Let explore the technological nuances and potential applications of using Bitcoin transaction
statuses as triggers for conditions in smart contracts, alongside the creation of custom spending
conditions and other tricky logic.

Smart contracts on EVM compatible platforms can access some particular Bitcoin transactions
without centralized parties. This is primarily facilitated through Simple Payment Verification (SPV)
contract that allow destination systems to verify Bitcoin transactions avoiding trusted sources of the
data. This capability enables the development of cross-chain applications that react to events on the
Bitcoin system and destination system simultaneously, offering a seamless interaction between.

That allows developers to create triggers in smart contracts based on specific activities on the
Bitcoin system. These triggers can initiate actions on the destination platforms once a predefined
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Bitcoin transaction occurs. For instance, the release of escrowed funds, automatic contract execution,
and other conditional operations can depend on Bitcoin transaction confirmations, making
decentralized finance tools more interconnected.

Custom spending conditions within these smart contracts allow for the creation of sophisticated
financial instruments. These conditions can govern how Bitcoin and other cryptocurrencies are spent,
ensuring that certain criteria are met before transaction execution. This could include multi-signature
approvals, compliance checks, or meeting specific on-chain events, thus enhancing the security and
flexibility of cryptocurrency transactions.

Smart contracts enable the automation of regular payments using cryptocurrencies and digital
assets. This functionality is crucial for subscription-based services, salary disbursements, or any
periodic payment structure in the decentralized ecosystem.

The implementation of binary options for price predictions within smart contracts illustrates
another innovative use case. These contracts can be set to pay out based on the future price of an asset,
such as Bitcoin. Users can bet on whether the price of Bitcoin will rise above or fall below a certain
point by a specific date, with the contract autonomously executing the payout based on the outcome.

Smart contracts can also be programmed to place bets on the future difficulty adjustments in
Bitcoin. This type of derivative could be useful for validators and investors looking to hedge against
fluctuations in mining difficulty or to speculate on the health and progression of the accounting
system.

One of the challenges in creating reliable decentralized applications is the need for an
undetermined and unpredictable source of entropy. Smart contracts that integrate Bitcoin transactions
can use various attributes of these transactions, such as transaction IDs or block hashes, as on-chain
sources of randomness, which are crucial for games, lotteries, and other applications requiring
provable randomness.

A significant advantage of using SPV contracts is the minimal fee associated with calling read
methods. Accessing Bitcoin transaction data through these methods incurs almost no cost, making it
an economical choice for dApps that need-to-know Bitcoin transaction statuses in easiest way.

7. On-chain bridge.

With SPV contract it is possible to read Bitcoin's events by Ethereum's contract. So, the contract can be
sure that some assets are locked in Bitcoin and issue corresponding amounts of wrapped assets in Ethereum.

Here could be an option to burn wrapped assets in Ethereum automatically if the base assets
were unlocked in Bitcoin. But this approach is not best in sense of user experience.

There is a point to think how to made such a bridge operating in two-ways. Nevertheless, that
idea still actual since it assumes trustless on-chain bridge. It even can automatically track locking
events in Bitcoin and issue wrapped tokens operatively.

In the ever-expanding landscape of blockchain ecosystems, interoperability between different
networks has become a paramount concern. One intriguing avenue for achieving this interoperability
is through a one-way bridge from Bitcoin to Ethereum, facilitated by a Solidity SPV (Simplified
Payment Verification) contract. This innovative approach enables Ethereum smart contracts to
ascertain events occurring on the Bitcoin network, thereby allowing the issuance of corresponding
wrapped assets on Ethereum.

The essence of the SPV contract lies in its capability to extract and interpret data from Bitcoin's
blockchain, ensuring that assets are securely locked within Bitcoin before issuing their equivalent on
Ethereum. This process imbues the Ethereum contract with a high level of confidence regarding the
validity and existence of the locked assets, fostering trust in the bridging mechanism.

While the concept of automatically burning wrapped assets on Ethereum upon unlocking the
base assets in Bitcoin presents itself as a logical conclusion, it poses challenges in terms of user
experience. Users may find it disconcerting to witness their assets vanish from Ethereum without a
clear understanding of the underlying mechanisms. Therefore, alternative approaches that prioritize
user understanding and control over asset management may be more desirable.

Moreover, the prospect of evolving such a bridge into a bidirectional mechanism warrants
careful consideration. Despite the current focus on a one-way bridge, the concept of a trustless, on-
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chain bridge operating in both directions remains relevant. By harnessing the capabilities of SPV
contracts, there is potential to automate the tracking of locking events in Bitcoin and the issuance of
wrapped tokens on Ethereum in real-time. This bidirectional functionality would significantly
enhance the utility and versatility of the bridge, opening up new avenues for decentralized finance
(DeFi) applications and cross-chain asset transfers.

In conclusion, the utilization of Solidity SPV contracts offers a promising avenue for establishing a
one-way bridge from Bitcoin to Ethereum. By leveraging Bitcoin's events and integrating them into
Ethereum’s ecosystem, this approach lays the groundwork for seamless asset transfer and interoperability
between two of the most prominent blockchain networks. As the landscape of decentralized finance
continues to evolve, the exploration of bidirectional bridging mechanisms remains pertinent, underscoring
the ongoing quest for trustless and efficient cross-chain solutions.

8. Virtual escrow swaps.

Counterparty that has digital assets in Ethereum and wants to exchange them for certain amount
of assets issued in Bitcoin can make a request to Solidity Escrow Contract. Counterparty that has
opposite exchange wish can found the order in such Ethereum Contract and lock Bitcoin's assets with
certain conditions. Also providing the transaction to SPV Contract. Then Escrow Contract can ask
SPV Contract about locking event in Bitcoin and automatically send Ethereum's assets to
counterparty with opposite exchange wish. If every thing goes fine then counterparty with original
order can unlock assets in Bitcoin.

In the realm of decentralized finance (DeFi), the concept of trustless escrow swaps presents a
compelling solution for seamlessly exchanging digital assets between different blockchain networks.
Leveraging Solidity Escrow Contracts in conjunction with SPV (Simplified Payment Verification)
Contracts, users can engage in secure and efficient asset swaps between Bitcoin and Ethereum without
relying on intermediaries or centralized platforms.

The process begins when a counterparty possessing digital assets in Ethereum expresses the desire
to exchange them for a specific amount of assets issued in Bitcoin. This counterparty initiates a request
to a Solidity Escrow Contract, detailing their exchange requirements and preferences. Simultaneously,
another counterparty with an opposing exchange wish can identify the order within the Ethereum
Contract and proceed to lock the specified amount of Bitcoin assets, subject to certain conditions
predefined in the contract. This locking transaction is facilitated by providing the necessary transaction
details to the SPV Contract, ensuring the integrity and validity of the Bitcoin assets.

At this juncture, the Escrow Contract performs a pivotal role by verifying the locking event in
Bitcoin through communication with the SPV Contract. Once confirmation of the locking event is
received, the Escrow Contract autonomously executes the exchange by transferring the Ethereum
assets to the counterparty with the opposing exchange wish. This automated process streamlines the
transaction flow and eliminates the need for manual intervention, thereby enhancing the efficiency
and reliability of the escrow swap mechanism.

Crucially, the trustless nature of this escrow swap mechanism ensures that all parties involved
maintain control over their respective assets throughout the exchange process. By leveraging smart
contracts and SPV technology, the risk of counterparty default or fraudulent behavior is significantly
mitigated, fostering a high level of confidence and security in the asset exchange process.

Upon successful execution of the swap, the counterparty with the original order can proceed to
unlock the assets held in Bitcoin, thereby completing the escrow swap transaction. This final step
underscores the seamless nature of the trustless escrow swap mechanism, empowering users to
transact across blockchain networks with ease and confidence.

In conclusion, the integration of Solidity Escrow Contracts and SPV Contracts facilitates
trustless escrow swaps between Bitcoin and Ethereum, enabling users to exchange digital assets in a
secure and efficient manner. By leveraging the inherent capabilities of blockchain technology, this
innovative mechanism eliminates the need for intermediaries and central authorities, paving the way
for a decentralized future of cross-chain asset exchange in the realm of decentralized finance.

9. Conclusion.
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The convergence of Bitcoin's robust, secure transaction layer with the flexible, programmable
features of smart contracts on platforms like Ethereum represents a substantial leap forward in
blockchain interoperability and functionality. These technological advancements not only enhance
the capabilities of Bitcoin but also open up a myriad of possibilities for creating complex, automated,
and responsive financial instruments across multiple blockchain ecosystems. This synergy between
Bitcoin and smart contracts is poised to drive significant innovation in the decentralized environment,
paving the way for more sophisticated, decentralized financial solutions.

References

[BFT] Breaking bft. quantifying the cost to attack bitcoin and ethereum.

[BTC] Bitcoin whitepaper. https://bitcoin.org/bitcoin.pdf.

[PoW] Pow verification. https://developer.bitcoin.org/devguide/block chain.

[SPV] Svp contracts repository. https://github.com/summa-tx/bitcoin-spv.

1. Kober J, Bagnell JA, Peters J. Reinforcement learning in robotics: A survey. The International
Journal of Robotics Research. 2013. Vol. 32, 1

2. Rybczak, M.; Popowniak, N.; Lazarowska, A. A Survey of Machine Learning Approaches for
Mobile Robot Control. Robotics. 2024, Vol. 13, No. 1. P.12-22.

3. Gao, J.; Ye, W.; Guo, J.; Li, Z. Deep Reinforcement Learning for Indoor Mobile Robot Path
Planning. Sensors 2020. No. 20, 5493.

4. Tai L., Paolo G., Liu M., Virtual-to-real deep reinforcement learning: Continuous control of
mobile robots for mapless navigation, 2017 IEEE/RSJ International Conference on Intelligent Robots and
Systems (IROS), Vancouver, Canada . 2017, P. 31-36,

5. Zhao Y., Zhang Y., Wang S. A Review of Mobile Robot Path Planning Based on Deep
Reinforcement Learning Algorithm. Journal of Physics: Conference Series, Vol. 2138, International
Conference on Artificial Intelligence and Big Data Applications (ICAIBD 2021) 24-25

6. Wang W., Wu Zh., Luo H., Zhang B. Path Planning Method of Mobile Robot Using Improved
Deep Reinforcement Learning. Journal of Electrical and Computer Engineering, vol. 2022. P. 7.

7. Zheng, J.; Mao, S.; Wu, Z.; Kong, P.; Qiang, H. Improved Path Planning for Indoor Patrol Robot
Based on Deep Reinforcement Learning. Symmetry 2022, No. 14, 132.

8. Xin J., Zhao H., Liu D., Li M., Application of deep reinforcement learning in mobile robot path
planning, Chinese Automation Congress (CAC), Jinan, China, 2017, p. 7112-7116.

9. Low Ee S., Ong P., Cheah K. Ch., Solving the optimal path planning of a mobile robot using
improved Q-learning. Robotics and Autonomous Systems, 2019, Vol. 115, P. 143-161.

10. Jiang Q. Path Planning Method of Mobile Robot Based on Q-learning. Journal of Physics:
Conference Series, International Symposium on Artificial Intelligence and Intelligent Manufacturing
(AlIM 2021) 12/11/2021 - 14/11/2021 Huzhou 2022. Vol. 2181.

11. Khriji L, Touati F, Benhmed K, Al-Yahmedi A. Mobile Robot Navigation Based on Q-Learning
Technique. International Journal of Advanced Robotic Systems. 2011. Vol. 8 No. 1.

12. Singh, R.; Ren, J.; Lin, X. A Review of Deep Reinforcement Learning Algorithms for Mobile
Robot Path Planning. Vehicles. 2023. No. 5, P. 1423-1451.

13. Schulman, J., Wolski, F., Dhariwal, P., Radford, A., & Klimov, O. Proximal policy optimization
algorithms. 2017. No. 5. P. 56-67.

14. Srikonda S.; Norris W.R.; Nottage D.; Soylemezoglu A. Deep Reinforcement Learning for
Autonomous Dynamic Skid Steer Vehicle Trajectory Tracking. Robotics. 2022, No. 11, P. 95.

15. Xing X., Ding H., Liang Zh., Li B., Yang Zh., Robot path planner based on deep reinforcement
learning and the seeker optimization algorithm, Mechatronics, 2022. Vol. 88. P. 102918

16. Zhang, Y.; Chen, P. Path Planning of a Mobile Robot for a Dynamic Indoor Environment Based
on an SAC-LSTM Algorithm. Sensors 2023. No. 23, P. 9802.

17. Ganenko L. D., Zhebka V. V. Analytical review of issues of navigation of mobile robots in
closed spaces. Telecommunications and information technologies. 2023. No. 3(80). Art. 85-98.

18. Malinov V., Zhebka V., Zolotukhina O., Franchuk T., Chubaievskyi V. Biomining as an
Effective Mechanism for Utilizing the Bioenergy Potential of Processing Enterprises in the Agricultural
Sector. CEUR Workshop Proceedings. 2023, 3421, p. 223-230

142



